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Key Takeaways from This Report: 
 
Whether or not a company considers itself to be a software business, the Fourth Industrial 
Revolution will turn businesses that conduct R&D into software developers. 
 

1. Businesses must decide early whether or not they want to use IP rights for their software 
developments. 

2. The choice whether to pursue patents or open source should be based upon a company’s 
products and business model. 

3. Software patenting and open-source business models can co-exist successfully. 
4. Software patent policy is informed by misguided scholarly research on "software 

patents," a term that has no clear definition, legal or otherwise. 
5. 	Firms conducting R&D that choose to patent software need to advocate for better 

eligibility in order to protect their interests. 
 

Introduction 

Software is the preferred embodiment for almost every improvement to computing technology 
today, which is a major issue given the uncertain nature of software patentability in the United 
States. In the way of illustration, we submit the following hypothetical: 

Consider a fictional company that makes toothbrushes. This company sells one of the oldest 
tools known to human beings, and one that has undergone remarkably few innovative changes 
over the course of thousands of years. Even if this business innovates some unique curvature or 
new bristle, no one would consider that company to be a software company. 

But what if this toothbrush company decided to sell toothbrushes with electronic components? 
Now your toothbrush has a motor, gears for different brushing speeds, a rechargeable battery 
and even a circuit board to control the separate hardware components. This company is still a 
toothbrush company. In some ways, it’s also an electronics company, even if this business is 
largely assembling toothbrushes from hardware purchased wholesale from components 
manufacturers. 

Now consider that same toothbrush company in 2022, during the advent of the Internet of 
Things (IoT). Now this business develops software upgrades to collect data from sensors and 
antenna components, using that data to make the toothbrush smarter. What if this company 
develops an entirely new algorithm or program that, in an entirely novel and non-obvious way, 
analyzes user data to personalize the brushing sequence, helping its customers achieve cleaner 
teeth and healthier gums? This is still a toothbrush company. But, to some extent, this is also a 
software company, and business survival in large part depends on the company’s ability to not 
only commercialize that software product but also to protect against well-resourced infringers 
copying that invention. 
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This hypothetical is meant to drive home the main point of this Center for Intellectual Property 
Understanding (CIPU) report on software patents: most of today’s innovative firms are likely 
creating inventions that can be embodied in software because those firms are operating during 
the midst of the Fourth Industrial Revolution, where software is the dominant form of 
embodiment for today’s inventions. Businesses that have any intention to protect inventions 
that could be embodied in software should become stronger advocates of software patent 
rights. While large patent holders should be good stewards of patent rights for all, it’s small 
startups who need these rights the most in order to scale up their commercialization activities. 

Regardless of which industry the startup considers itself to be a member, software will almost 
certainly be crucial to those companies who are successful at separating themselves from 
competitors because software is the main way in which innovations are embodied at this 
current stage of the computer age. 

Despite Alice, Anywhere From 25% to 63% of U.S. Patent Issuances in 2021 are Related to 
Software 

Even by conservative estimates, more than one-quarter of all patents being issued by the U.S. 
Patent and Trademark Office cover an invention that can be embodied in software. The highest 
estimates say that nearly two-thirds of all U.S. patents can be embodied in software. The U.S. 
Patent and Trademark Office grants nearly 300,000 patents each year, so according to 
whichever dataset is trusted, anywhere from 75,000 U.S. patents to 200,000 U.S. patents are 
granted each year covering software innovations. Deriving a conclusive number of U.S. patents 
covering software inventions has been difficult mainly because of a definitional problem 
inherent in the term “software patent,” a problem many academics note even as they try to 
perform more empirical research on software patents to inform policymakers.  

The first thing that any business creating a software invention needs to know is that the 
patentability of software inventions is too uncertain for most startups. This is largely due to the 
U.S. Supreme Court’s 2014 decision in Alice Corp. v. CLS Bank International, a decision that 
threatens subject matter eligibility for software inventions under the judicially-created 
exception to Section 101 patent eligibility for abstract ideas. This has been a boon for large tech 
implementers in sectors like automotive and financial institutions, who can implement software 
innovations with very little fear of large damages awards for patent infringement. However, this 
uncertainty can be fatal for small businesses who have a software innovation: the expense of 
obtaining patent rights and enforcing them against infringers, only to have a court declare the 
patent invalid as a matter of law, is beyond insurmountable for a startup that has no other way 
to protect its competitive advantage against larger players in the field. 

Of course, patenting models are not the only means by which startups dealing in innovative 
software solutions can achieve business success. There are many companies, typically “pure” 
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software companies not focused on any hardware product, that enjoy business success even as 
startups by employing an open-source model to the distribution of their software. The advent 
of cloud computing platforms has enabled Software-as-a-Service (SaaS) business models that 
are incredibly profitable by using open-source to increase the size of their customer base. Take 
for example the Microsoft Office suite of software programs. In the 1990s and through the 
2000s, personal computer owners would install those programs via CD-ROM and although the 
cost of those programs were often bundled into the sale of new computers, those programs 
were still very expensive.  

Today, CD-ROMs are almost as dated as floppy disk drives, and access to Microsoft Office is 
available on a subscription basis via Internet channels. In a similar way, there are companies 
that profit from contributing to the Linux open-source computer operating system and 
employing a subscription-based model with their customers. For these companies, it would 
make little sense to obtain patent rights that other Linux contributors may view with concern, 
dissuading many potential collaborators from trying to make improvements to the underlying 
code of an application or platform. 

 

Distribution Models Should Inform Business Choice to Pursue Patents or Open-Source 

Software innovation is incremental, and if the developer of an application for Linux insists that 
Linux users license a patent on that application, that application won’t be included in Linux 
distributions. When that incremental advance is created for a traditionally non-software 
industry, whether automobiles or toothbrushes, there’s a much better chance that the 
developing company will see their innovation as one they should protect from competitors. 
Within the software industry, many firms do obtain patents on inventions that can be 
embodied in software, and even if it’s done for defensive purposes as an asset for 
counterclaims against patent infringement plaintiffs, the act of obtaining those patents tacitly 
acknowledges a value to those assets for those businesses. But the choice as to whether a 
particular business creating software embodiments of inventions should be open-source or 
should instead pursue patent rights should be premised upon a sober understanding of the 
company’s distribution model.  
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DIAGRAM 1: Business Use of Software Patents 

 

       Source: The Center for IP Understanding 

A company’s choice to pursue either patent or copyright protections for their code, or to make 
their code available to others on an open-source basis, is of critical importance to the success of 
that company. It’s a choice that should be highly informed by the model of distribution which a 
particular business intends on employ, and not based upon personal beliefs whether software 
should be patentable or not. For example, if the developer of an enterprise-level management 
software suite wants to distribute their software as a product that is implemented in-house by 
business customers, then a patenting or copyright model for protecting those software assets 
would be a better choice for those firms. If, however, that same business intends to employ its 
own data engineers who build new applications and perform data analytics on behalf of 
business customers, then an open-source subscription-based model makes much more sense 
than filing for patents. It should be noted that open-source companies, like patenting firms, 
believe they have some proprietary right to the software systems they develop, but those rights 
are enforced via contractual agreements governing consumer access to those systems among 
subscribers instead of through patent rights. 

Hearkening back to the hypothetical toothbrush example, it’s clear that a company in such a 
position, which is delivering a software innovation embedded within a hardware product sold 
to consumers, should pursue patents for the software powering the personalized brushing 
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algorithm employed by the toothbrush. Unfortunately, the state of U.S. patent rights for any 
invention involving software is uncertain at best. Since Alice, an incredible number of patents 
that cover an invention embodied in software have been invalidated by courts as directed 
toward an unpatentable abstract idea. A court applying Alice/Mayo is very likely to look at the 
personalized brushing algorithm employed in our hypothetical toothbrush and determine as a 
matter of law that the patent is directed at nothing more than the abstract idea of brushing 
your own teeth more effectively.  

Because software will continue to be the mode by which the most valuable innovations are 
delivered in the IoT world, especially as 5G networks speeds up device connectivity by an order 
of magnitude over 4G networks, this abstract idea problem is very concrete indeed for the 
current generation of startups across the globe. 

 

Survey of Academic Research Shows Foundational Problems with Empirical Research on 
“Software Patents” 

Unfortunately, the policy debate surrounding the patentability of software has been greatly 
misinformed by a large amount of academic research that purports to be empirical but suffers 
from foundational issues in how software patents are defined. For this CIPU report, a total of 50 
articles, mainly from law review and scientific journals that were highly relevant to the search 
term “software patent.” One of the most salient findings from this research is that a definitional 
issue inherent to the term “software patent” creates doubt in the empirical nature of the 
research being conducted. Of the 50 articles reviewed, 12 purported to give empirical research 
on some aspect of software patents (how many have been issued by the USPTO, how many are 
asserted in U.S. district courts, etc.).  

Some studies focus on a selection of U.S. patent classification, especially classes identified in a 
2013 U.S. Government Accountability Office report on patent infringement litigation. The 
majority of these studies acknowledged that resulting numbers of software patents can be 
either under- or over-inclusive, meaning they don’t reflect the precise universe of U.S. software 
patents. A few of the articles surveyed considered any patent invalidated in U.S. courts under 
the Alice/Mayo two-step patent eligibility test to be a software patent, despite the fact that this 
framework has invalidated patents that clearly don’t cover software, such as is the case in 
American Axle v. Neapco. However, many of these articles were notes or comments offering 
policy recommendations based on legal theories instead of purporting to offer new empirical 
evidence on software patents. 

Empirical research on software patents can only truly be useful if there is a way to define that 
term such that an accurate and complete universe of U.S. software patents can be determined. 
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That is one of the main points of a 2006 field research guide on the definitions employed for 
the term “software patent” authored by Dr. Anne Layne-Farrar, currently a Vice President in the 
Antitrust & Competition Economics Practice of the global consulting firm Charles River 
Associates. “The policy debate over software patents has been quite strident in recent years,” 
Layne-Farrar noted more than 15 years ago, and that debate has grown even less harmonious 
since that time. Her work identified that, although there was no perfect definition for software 
patents that could create an authoritative dataset comprising all U.S. software patents, 
surveying U.S. patent classes covering computer-related inventions and filtering those results 
based on judiciously selected keywords would create the most highly accurate datasets for 
software patents. None of the research articles surveyed by the Center for IP Understanding for 
this report went beyond a survey of U.S. patent classes in determining the universe of U.S. 
software patents. 

 

Firms that File Patents Should Advocate for Greater Clarity on Section 101 

Part of the reason why it’s problematic to define a patent as a software patent is that patents 
for computer-related inventions are capable of being embodied as either hardware or software. 
Software is the virtualization of computer hardware environments, and while software is a 
preferred embodiment for many computer inventions due to the existence of powerful 
microprocessor platforms for running software, it is somewhat prejudicial to look at a patent 
covering a computer-related invention and assume that software is the only possible 
embodiment for that invention. Such an assumption could change over time if certain 
technological fields, such as additive manufacturing or 3D printing, advance to the point that 
distributions of hardware embodiments of computer-related inventions become feasible. As a 
practical matter for businesses, there are a couple of takeaways. One is, if you plan on 
patenting to protect your research and development, there is a good chance that your patent 
will be considered to be software-related.  

With the most conservative estimates showing that 25 percent of U.S. patents are software-
related, companies have at least a one-in-four chance of filing a patent application that appears 
to be a software patent. While this percentage must vary from industry to industry, the nature 
of software bringing productivity gains to almost every industry means that industries 
traditionally seen as reliant on protections for physically-engineered innovations, such as 
automotive and manufacturing, are increasingly reliant on software innovation for products like 
self-driving cars and services like plant production management. This reliance on software 
innovations among non-traditional software companies will only increase as the Internet of 
Things (IoT) and 5G mobile networks enable data communications with a host of everyday 
items.  
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Businesses need to be aware of this slippery slope towards software because these 
mischaracterizations are also causing misunderstandings regarding the business models 
employed by these tech developers. Fourteen articles surveyed by CIPU spoke about software 
patents as being closely associated with nefarious actors in the tech marketplace, often called 
“patent assertion entities” or “non-practicing entities.”  

In 22 articles surveyed, researchers used the pejorative term “patent troll,” which immediately 
connotes some form of malicious intent in monetizing patent assets against infringers. Further, 
these terms suffer from a similar problem to the “software patent” definition as they are easily 
thrown about to describe certain actors but are vague and difficult to define.  

 

Conclusion 

Innovation during the Fourth Industrial Revolution is increasingly embodied as software, even 
as much software is unpatentable as a matter of law under Supreme Court cases like Alice. This 
conundrum creates a challenging situation for startups who need certainty in patent rights to 
operate effectively and attract investment. At the same time, open-source models can be 
profitable for startups. The choice whether to pursue either patents for software innovations or 
an open-source model should be based on a firm’s products and distribution model: if software 
is packaged and distributed to end users, a firm may want to choose a patenting model, 
whereas if a startup plans to offer Software-as-a-Service, an open-source model may be more 
appropriate. Unfortunately, academic literature surrounding “software patents” is likely 
creating more confusion than clarity due to a definitional problem inherent to the term 
“software patent.” Therefore, patenting firms of all sizes should recognize the importance of 
software to the current generation of patent rights and advocate for more certainty for 
software patentability. 

 

Perspectives: Insights on Patenting Software vs. Open-Source from Industry Experts 

In conjunction with this report, CIPU distributed a series of questions to various insiders from the 
software industry as well as patent law, each of whom were interviewed to develop background 
for the preceding report. As a follow-up to those interviews, we distributed the following 
questions to those insiders: 

1. Can software patents and open-source platforms co-exist in the business world? 
2. What should a startup consider before choosing to either patent or open-source their 

software innovations? 
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3. Why have software patent filings been increasing despite Section 101 issues with 
software patentability? 

Answers provided in response to these questions are included below. 

Ray Millien, CEO, Harness IP; Former Chief IP Counsel, Volvo Cars Group; Former Associate 
Counsel, General Electric 

1. Yes, they can co-exist. First, a going concern may choose an open-source business model 
to distribute its product(s), or a proprietary model. The two models do not have to be 
mutually exclusive. That is, some products in their ecosystem may be distributed via an 
OSS license, while others may be distributed under a proprietary licensing model. In both 
instances, software patents may protect the underlying code for those who are 
unlicensed or choose to breach the license under which they received the software 
product. 

2. It is really a matter of what business (i.e., revenue) model they choose to implement. In 
simple terms, they can choose to distribute their software product for “free” under an 
OSS model and just charge for implementation and/or customization services. 
Alternatively, they can choose to distribute their software product under a proprietary 
licensing model and charge for the license and any associated services. In either case, 
filing for software patents is still possible. In the former case it is a “belts and suspenders” 
approach to guard against those who choose to breach the OSS license under which they 
received the software product. 

3. Software patent filings are increasing because software is still eating the world. No matter 
the difficulties of obtaining a software patent, more and more technologies involve more 
and more software and thus the attempt is still a sound business and legal decision. 

Dr. Anne Layne-Farrar, Senior Consultant, Charles River Associates; Adjunct Professor, 
Northwestern University Pritzker School of Law 

1. I think the last twenty years has proven that they can co-exist. They serve different needs 
and are thus often complimentary to one another, even when they are substitutes in 
other situations. Look at the example of IBM, which employs both models side by side. 

2. What are their business goals? If my business creates an ecosystem for others (e.g., 
Google) or offers a plug-in technology that can increase the sales of related products (e.g., 
Bluetooth used in lots of different hardware), then open-source may maximize my 
commercial success. If my technology creates a competitive advantage for my business, 
however, a patent is likely a better option to protect that advantage. 

3. Software patent filings are increasing because software is where innovation is now. Cars 
aren’t that different now versus decades ago but for the software innovations in them. 
Thermostats are software platforms, as are most household appliances, and the list goes 
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on. It’s anachronistic to think of software as just programs for computers, as it was back 
in the 1990s. 

Ron Katznelson, Ph.D., President, Bi-Level Technologies; Chairman of the Intellectual Property 
Committee. IEEE-USA 

1. This is an indefinite question that cannot be answered because the terms “software 
patents” and “open-source” are undefined. First, software may be copyrighted but not 
patented; there are, however, patents for computer-implemented inventions. Second, it 
is unclear what is “open” in “open-source.” Some “open-source” licenses convey only a 
royalty-free copyright without any mention of patent rights. To the extent the question is 
“can patents for computer-implemented inventions co-exist in the business world with 
open-source that subject to royalty-free patent license,” the answer is yes; this is so just 
as royalty-bearing patents can co-exist in the business world with royalty-free patents. 

2. Do not select the royalty-free open-source option if your business model is centered on 
the patentable technology. If, however, you have a business model where the major 
commercial benefit to your company is the operation of a business and sales of products 
that are not the software itself and that such collateral business will be enhanced by the 
large number of users of the software, then you might benefit from keeping it open-
source and letting as many users as possible implement it so that your core business can 
benefit from the larger number of users/customers. 

3. Again, “software patent” is an undefined term. Software is a tool for implementing all 
kinds of inventions, that has now become more ubiquitous. What used to be 
implemented with discrete hardware is now implemented in software on a general 
purpose computer hardware. That is why patentable computer-implemented inventions 
are growing in number as the preferred implementation modality. Many of these filed as 
patent applications do not encounter the Section 101 barriers and therefore impediments 
due to Section 101 uncertainties do not slow such filings too much. 

Kate Gaudry, Partner, Kilpatrick Townsend & Stockton LLP; Ph.D., Computational 
Neurobiology; J.D. Harvard Law 

3. The eligibility analysis of software patent claims changed rather dramatically since the Alice 
v. CLS Bank decision in 2014. Some software claims that likely would have been found by 
examiners or judges to be patent eligible before the decision would likely be found to be 
patent ineligible after the decision. One potential strategy for reacting to the changed 
reality would be to forego patenting software inventions. Another potential strategy 
would be to adapt approaches for defining and claiming an invention. Indeed, various 
courts and the USPTO have provided frameworks and explanations that can be used to 
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help identify what type of claim may be allowable and valid for a given software 
technology. 

Jonathan Stroud, Adjunct Professor of Law, American University Washington College of Law; 
General Counsel, Unified Patents 

(Excerpted from Debugging Software Patents after Alice, South Carolina Law Review, Autumn 
2017) 

“Software patent applications are among the most complex patents the USPTO has to 
examine. The above proposals do not directly confront the ambiguous two-prong test in 
the Alice decision—nor should that be the USPTO’s job—but they may serve as tools for 
improving patent quality. Higher-quality patents will help the courts to pay deference to 
the USPTO’s decisions, avoid post-grant review, and later bodies and courts will be more 
likely to uphold the validity of patent claims. Furthermore, fewer patents of higher quality 
would decrease patent litigation lawsuits, because litigants would be deterred from 
fighting over validity and patentability. These suggestions will not end the patent troll 
problem. These entities will continue to collect patents to sue and license others for 
patent infringement. But the problem does not lie in the fact that patent trolls sue or 
threat to sue others to collect licensing fees; rather, it is the ready availability of both 
issued and purchased broad and ambiguous software patents which can be asserted for 
more exclusive rights than the actual invention covers. If the USPTO could issue higher-
quality software patents that the PTAB and courts would likely uphold as valid, more 
companies will likely turn to licensing those higher-quality patents rather than taking their 
chances in courts—conversely, making the jobs of NPEs with high-quality patents much 
easier and settling rights across the board.” 
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